Basal programmering

Faglige læringsmål

* At arbejde med simple console-programmer.
* At lære de basale programmeringsinstruktioner i C#
* At få indledende kendskab til programmering som et værktøj **til** at løse konkrete problemer

Konkrete elementer

* De basale programmeringsinstruktioner i C#
  + Udskrivning til konsol, indlæsning fra konsol
  + Variabler, assignment, udtryk
  + If-betingelser
  + Løkkestrukturer (while, do, for, foreach)
  + Metoder (procedurer, funktioner)
* Problemløsning i C# med brug af løkker og betingelser.

Forudsætninger

* Basalt kendskab til Visual Studio, kan oprette projekt/solution, kan starte et program.
* Forståelse for at alle linjer afsluttes med karakteren ’;’.
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# Introduktion

For at kunne komme i gang med programmering, skal man kende de forskellige instruktioner C# forstår. I dette dokument skal vi arbejde med de mest basale instruktioner i programmering, instruktioner der findes i alle almindelige programmeringssprog (imperative sprog).

## Hvad skal vi lære

* Vi skal lære at gemme værdier (f.eks. tal eller tekster) i variabler og ændre i dem.
* Vi skal lære at lade programmet udføre forskellige handlinger baseret på om en betingelse er sand eller falsk.
* Vi skal lære at lave løkker der kan få programmet til at foretage samme operation flere gange indtil den samlede opgave er løst.

Dokumentet her er opbygget sådan at der skiftevis er forklaringer C# instruktioner og opgaver i at bruge dem. Hvis man tænker man godt ved det der står i forklaringerne, kan man springe direkte til opgaverne – kan man løse opgaverne, har man også forstået forklaringerne.

I princippet er der tale om forskellige opgaver som kunne løses ved at oprette et nyt projekt hver gang. Det anbefales dog at løse alle opgaverne her i det samme projekt sådan at man ikke får opbygget en stor mængde af små ubrugelige projekter – det vil være nemmere at have ét projekt man skal kigge i hvis man lige skal undersøge hvordan det nu var man f.eks. lavede en betingelse eller en løkke.

## Rammer

I dette dokument om basal programmering benyttes rammer for at fremhæve nogle dele, oftest eksempler. Der benyttes rammer i to farver, grøn og rød. Den grønne ramme bruges til at vise C#-kode, den røde til at vise hvad der kommer ud på skærmen.

Kode i grøn ramme:

// Dette er en C# kommentar

Kode i rød ramme:

Dette er hvad der sker på skærmen.

## Skal jeg læse alt det?

Der er en del tekst her i dokumentet. Hensigten er at man skal kunne finde alle de oplysninger man har brug for. Nogle gange er meget af teksten sikkert overflødig fordi du godt ved det i forvejen, eller fordi du godt kan gennemskue det ud fra eksemplerne.

Hvis du umiddelbart kan forstå eksemplerne og løse opgaverne, er der ikke nogen grund til at læse teksten, så forstår du det godt.

Hvis du undervejs kører lidt træt i denne vejledning, findes der også en del online-materiale om programmering. Det kan nogle gange være en hjælp at følge en online tutorial. Snak med din underviser om det kunne være bedre for dig at prøve noget online materiale. Onlinemateriale kan du selv søge på nettet, ellers er der nogle eksempler på materiale her:

[Eksempler på online-materiale om grundlæggende programmering.](https://drive.google.com/open?id=1pc7LjyjQsP1r6hUHVw7kZambUXFYOOai)

## Skal jeg løse alle opgaver i dokumentet?

Som udgangspunkt: Ja. Men spørg din lærer, måske kan det give god mening at springe en enkelt opgave over.

Hvis du tænker opgaverne er meget nemme, kan det godt være du lige skal spørge din underviser om ikke du skal have noget der er sværere. På den anden side, hvis opgaven er nem, så kan du også hurtigt løse den, og måske var der noget i opgaven du ikke tænkte på før du kom i gang med at løse den.

Hvis opgaven er svær, så få hjælp. Spørg din lærer eller en af de andre elever.

## Oversigter over begreber og basal syntax

Vi kommer ikke omkring alt i C# i dette dokument, kun det basale for at komme i gang med at programmere, de emner vi mangler vil vi lære efterhånden som vi får behov for det.

Jeg har lavet en oversigt over forskellige begreber i C# og samlet dem i et dokument. Hvis du støder på begreber der forvirrer dig, kan du måske finde en kort beskrivelse ved at følge dette [link til C-sharp begreber](https://intranet.aspit.dk/fagomrader/softwarekonstruktion/Documents/Materialer/CLSC/Teoritekster/Generelt/C-sharp%20begreber.docx?Web=1).

Når man skal skrive noget C#-syntax kan man ikke altid huske hvad der skal skrives hvor. I dokumentet [Erklæringer i C-sharp](https://drive.google.com/open?id=1iXW8fN6KYML_8YVPosyAzmtforfq86W8) kan man finde præcise angivelser af hvordan man bruger de mest almindelige C# konstruktioner.

# Methods grundlæggende

Methods er et ret omfattende begreb som vi ikke skal lære alt om endnu. Men da vi allerede har lavet vores første method bare ved at oprette et projekt og i opgaverne nedenfor kommer til at lave flere, bliver vi nødt til at vide lidt om hvad det er for noget. Methods er som navnet antyder en metode til at gøre et eller andet (i andre sprog kaldes de også en procedure eller en funktion). Det vil sige at hver gang man vil have gjort et eller andet, så kan man *kalde* denne method i stedet for at skrive noget kode der gør det samme. Det er med andre ord en måde at undgå at skulle skrive det samme kode igen og igen. Hvis du har hørt begrebet procedurel programmering, så henviser betegnelsen til det at benytte procedurer (som i C# kaldes methods) til at håndtere grupper af kode man gerne vil have udført flere gange.

Som nævnt, har vi allerede lavet én method, det er den der hedder Main. Metoden Main kaldes automatisk når programmet startes.

static void Main(string[] args)

{

Console.WriteLine("Hello world");

}

Da det er en console application er metoden static, hvilket fremgår af ordet static i koden. De metoder du opretter i forbindelse med opgaverne i dette dokument skal også være static.

Ordet void betyder at metoden ikke sender information tilbage. Med mindre du får andet at vide, skal dine metoder også være void i opgaverne i dette dokument.

Efter metodens navn Main står der (string[] args). Det der står inden i parentesen er det information der sendes til metoden fra den der kalder metoden. Det ser lidt kryptisk ud, du skal ikke bruge det til noget. Indtil videre har vi ikke brug for at sende information til de metoder vi selv skal lave, så indtil videre skriver bare "()" efter vores egne metodenavne. Parenteserne er vigtige, det er dem der fortæller at der er tale om en metode.

Lad os nu lave vores første metode:

static void Hello()

{

Console.WriteLine("Hello world");

}

Metoden Hello implementeres på samme niveau i klassen Program som Main(), f.eks. neden under Main-metoden.

Så nu har vi flyttet linjen der udskriver teksten "Hello world" i en metode, så kan vi fjerne den gamle kode fra Main og i stedet *kalde* (bede den om at udføre) metoden Hello().

static void Main(string[] args)

{

Hello();

}

I dette tilfælde er der ikke vundet så meget, vi har mest gjort det for at se hvad en metode er. Når du løser opgaverne i dette dokument, så løs hver opgave i sin egen metode. Så har du alle opgaverne i samme projekt, og du kan rette Main til sådan at den *kalder* den eller de metoder du gerne vil have udført.

Det endelige program kommer til at se sådan ud:

class Program

{

static void Main(string[] args)

{

Hello();

}

static void Hello()

{

Console.WriteLine("Hello world.");

}

}

Vi går mere i dybden med methods i afsnit *9 Methods udvidet*.

## Opgave: Læg Hello World i en method

Læg Hello World koden ind en metode som vist ovenfor.

## Hvor kan man skrive kode?

Ja, det spørgsmål er lidt mærkeligt, for hvis du ser i en fil, så er der kode over det hele. Det der menes med spørgsmålet er hvor man kan skrive *instruktioner* der beder computeren om at udføre noget. Hvis vi ser eksemplet ovenfor, så er der to linjer hvor computeren faktisk bliver bedt om at udføre noget, nemlig linjen i ”kroppen” af metoden Main og linjen i kroppen af metoden Hello.

## Opgave: Din egen kodelinje

Tilføj en linje kode til programmet (et sted hvor man kan skrive instruktioner) der udskriver en tekst (f.eks. ”Simsalabim”). Kør programmet, test at ordet udskrives.

## Opgave: Din egen metode

Tilføj en metode der hedder Trylleri. Metoden skal udskrive teksten ”hokus pokus”.

# Udskrivning og indlæsning

Når man kører et program, så foregår der en masse ting som man ikke nødvendigvis kan se. Den der bruger programmet kan kun se hvad programmet skriver ud på skærmen. Så hvis programmet ikke skriver noget (eller på en anden måde kommunikerer med omverdenen) er der ikke meget opnået ved at køre programmet.

Nedenfor er de mest almindelige metoder til at udskrive og indlæse fra konsolvinduet.

#### Udskrive:

Console.Write("tekst"); // Udskriver

Console.WriteLine();    // Udskriver og skifter linje

#### Indlæse:

Console.ReadLine();   // Indlæser indtil linjeskift

Console henviser til den klasse metoderne ligger i, mens Write, WriteLine og Readline er de konkrete metodenavne.

Prøv at højreklikke på Console og vælg Go To Definition:
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Nu åbner Visual Studio klassen Console:

![](data:image/png;base64,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)

Den består af mange metoder, Write, WriteLine og ReadLine findes et stykke nede. Implementationen af Console-biblioteket er skjult for brugeren, man kan kun se metodernes signatur, ikke hvordan de er implementeret.

Man skal altså altid skrive ”Console.” Før alle instruktionerne Write, WriteLine, ReadLine etc. (også selvom det skulle være glemt i opgaven ;-)

## Eksempel 1: Write og WriteLine

Her er et eksempel på brugen af Write og WriteLine som illustrerer hvordan man kan benytte dem til at gøre sin udskrift mere læsbar.

Console.Write("Hans");

Console.Write("og");

Console.Write("Grete");

Console.Write("for vild i skoven.");

Console.Write("Den næste dag gik de videre.");

Console.ReadLine();

Giver følgende udskrift i konsollen (i konsolvinduet på skærmen):

HansogGretefor vild i skoven.Den næste dag gik de videre.

Det er jo ikke særlig nemt at læse. Der mangler mellemrum mellem nogle af ordene og det hele står på én linje. Når man benytter flere Write og WriteLine-kald efter hinanden, skal man huske selv at sørge for mellemrum og linjeskift de rigtige steder. Vi retter koden til

Console.Write("Hans");

Console.Write(" og");

Console.Write(" Grete");

Console.WriteLine(" for vild i skoven.");

Console.WriteLine("Den næste dag gik de videre.");

Console.ReadLine();

Nu får vi denne udskrift:

Hans og Grete for vild i skoven.

Den næste dag gik de videre.

Det ser bedre ud.

## Opgave: Pæn udskrift

Du skal nu lave et program der består af mindst tre kald af Write eller WriteLine. Programmet skal skrive følgende ud på skærmen.

Dig og mig og vi to sejled i en træsko

Da vi kom til Langeland var vor træsko fuld af vand

## Eksempel 2: Write og ReadLine kan også kombineres.

Betragt følgende gode program:

Console.Write("Hvem er den bedste lærer? ");

string lærer = Console.ReadLine();

Console.WriteLine(lærer **+** " er den bedste lærer.");

Console.ReadLine();

Da den sidste Write-instruktion ikke indeholder et linjeskift, bliver brugeren bedt om at indtaste svaret på samme linje i det efterfølgende kald af Console.ReadLine(). Metoden Console.ReadLine *returnerer[[1]](#footnote-1)* en string, nemlig den som brugeren indtaster. Ved at gemme returværdien i en variabel, kan vi fastholde det som brugeren indtaster.

Ovenstående program giver følgende skærmdialog:

Hvem er den bedste lærer? Claus

Claus er den bedste lærer.

Brugerens indtastning

Nu har vi sæt at vi kan sætte strenge (tekster) sammen ved hjælp af operatoren ’+’. Det kan være en ret nem måde at håndtere strenge.

Der findes også en anden ret smart måde. Hvis man skriver symbolet ’$’ foran strengens begyndelse, altså lige foran anførselstegnet, fortæller man compileren at det der står i {} skal beregnes som et udtryk.

Eksempel:

Console.Write("Hvem er den bedste lærer? ");

string lærer = Console.ReadLine();

Console.WriteLine($"**{lærer}** er den bedste lærer.");

Console.ReadLine();

Dette giver samme dialog som vist ovenfor.

Skriv ’$’ foran første anførselstegn.

Indsæt det beregnede udtryk i ”krøllet parentes”.

I eksemplet ovenfor er det beregnede udtryk bare en variabel, men det kan være hvilken som helst værdi der kan fremkomme ved en beregning. Eksempel:

Console.WriteLine($"Gennemsnit: **{sum / Max(antal, 1)}**");

I dette eksempel indgår både et metodekald og beregning af division.

## Opgave: Write/WriteLine

Skriv en metode der udskriver nedenstående tekst. Du skal mindst benytte *et* kald af metoden Write(). Ellers må du bruge alle de Write- og WriteLine-kald du vil.

Brugeren bliver først bedt om at indtaste fire ord, et navneord, et udsagnsord, et tillægsord og så endnu et navneord. Ordene som *brugeren indtaster* skal programmet sætte ind i et lille digt (Kim Larsen sang). Hvis brugeren taster de rigtige ord, får man det originale digt, ellers får man noget andet.

Indtast navneord: succes

Indtast udsagnsord i nutid: hører

Indtast tillægsord i flertal (f.eks. smukke): fede

Indtast navneord: musik

Masser af succes

Og det der hører til

Masser af fede spotlights

Privatliv og musik

Brugerens indtastning efter ’:’

Det er vigtigt i denne opgave at brugerdialogen ser ud på samme måde som ovenfor, altså at programmet starter med indsamling af al information, hvorefter det genererede digt udskrives.

# Variabler, typer, assignment, udtryk, konvertering

C# er et stærkt typet (strongly typed) sprog. Det betyder at alle de variabler man vil bruge skal erklæres, det vil sige at man skal skrive i koden hvilken type de har og variablens navn. F.eks.:

int count;

## int (integer - det betyder heltal)

Ovenstående linje kode erklærer (opetter) en variabel der hedder count, variablen er af typen int, hvilket er kort for integer som betyder heltal. Variablen count kan altså have alle heltal[[2]](#footnote-2) som værdier.

Variabler af typen int benyttes i meget stort omfang i programmering.

Samtidig med at man erklærer en variabel, kan man give den en startværdi (initiel værdi). Nedenstående linje erklærer heltalsvariablen count og giver den værdien 0:

int count = 0;

## String (tekst)

Typen string (på dansk “streng”) bruges til variabler der skal indeholde tekst. Denne type benyttes også i meget høj grad.

string name;

string city = "Aarhus";

Ovenstående linjer erklærer to string-variabler name og city. Variablen city får startværdien ”Aarhus”. Strengværdier angives altid i anførselstegn, sådan at compileren (det program der oversætter C#-koden til kode computeren kan udføre) kan se forskel på en værdi og en variabel.

## Andre typer

Der er flere andre datatyper, nedenfor nævnes nogle af de vigtigste. Vi kommer til at beskæftige

uint (unsigned int – positive heltal)

bool (boolean – sandhedsudtryk – to værdier true og false)

char (character – et enkelt tegn)

float, double (flydende kommatal, double er mere præcis end float)

decimal (decimaltal, mere præcis end double, bruges til beløb)

## Assignment

Vi har allerede set eksempler på *assignment* ovenfor. *Assignment* er det der sker når variablen given en værdi. Vi har givet variablen count værdien 0 og variablen city værdien "Aarhus" i rammerne ovenfor. I de linjer udnyttede vi at man kan lave erklæring og et initialiserende *assignment* i samme linje.

En *assignment*-instruktion består af en variabel, et lighedstegn og et udtryk:

<variabel> = <udtryk>

### Hvad er et udtryk?

Et udtryk er en eller anden form for beregning der resulterer i en værdi af *samme type* som variablen. Hvis variablen er af typen int, skal udtrykket give en værdi af typen int. Følgende er altså ikke tilladt:

count = city;

Til gengæld er følgende linje kode helt gyldig:

count = city.Length;

Hvis værdien af city er "Aarhus" vil resultatet af linjen være at variablen count får værdien 6 som er længden af city’s værdi (altså længden af strengen "Aarhus").

Udtryk kan være vilkårligt komplekse. For eksempel beregner følgende udtryk den gennemsnitlige længde af to bynavne:

(city1.Length + city2.Length) / 2

Dette udtryk kan f.eks. bruges i en assignment-instruktion (se afsnit 4.4.2).

Gennemsnit = (city1.Length + city2.Length) / 2

Udtryk kan også være af andre typer:

city1 + "-" + city2

Hvis city1 og city2 er strenge og lig henholdsvis "Aarhus" og "Odder", er resultatet af ovenstående udtryk strengen "Aarhus-Odder", altså en sammensætning af de tre strenge[[3]](#footnote-3) - en med et engelsk ord såkaldt concatenation.

### Udførsel af assignment

Når et assignment afvikles beregnes udtrykket først, hvorefter værdien af udtrykket gemmes i variablen.

snit = (city1.Length + city2.Length)/2;

sammensat = city1 + city2;

Overvej hvad følgende linje kode gør:

count = count + 1;[[4]](#footnote-4)

Der er altså forskel på et matematisk lighedstegn og et assignment lighedstegn i C#. Et matematisk lighedstegn skrives i C# med to lighedstegn, altså ==. Det kommer vi nærmere ind på i afsnit 5 nedenfor.

### Opgave: Tæl op

Lav en lille metode der beder brugeren om at indtaste et tal. Tallet skal gemmes i en variabel i programmet. Derefter skal variablen sættes til en værdi der er 12 større. Til sidst skal variablen udskrives.

Det kunne give en dialog som ser omtrent således ud:

Indtast et tal: 4

Variablen er nu øget med 12 og har fået værdien **16**.

Brugerens indtastning.

### Opgave: Udskriv resultatet af et udtryk

Et taxaselskab tilbyder at man kan beregne prisen på forhånd. Taxaselskabet opgiver sine priser således:

På hverdagskørsel fra kl. 04 til kl. 20 opkræves en starttakst på 29 kr. og en kilometertakst på 9 kr.

Du skal lave et lille program som beregner prisen for en taxatur. Dialogen kunne se således ud:

>>Velkommen til taxaberegner<<

Indtast antal kilometer: 24

Pris for taxatur: 245

Brugerens indtastning.

## Konvertering

Nogle gange kan man have behov for at konvertere variabler af forskellig type, f.eks. lave en streng om til et tal (hvis strengen har en værdi der giver mening at opfatte som et tal). Det modsatte også ret ofte et ønske.

### Metoden ToString()

Alle variabler og objekter (en variabel sammensat af flere ting) har en metode der hedder ToString(). På simple datatyper som f.eks. int vil resultatet af konverteringen være den værdi man forventer:

int age = 51;

string ageString = age.**ToString()**;

Console.WriteLine($"ageString er: {ageString}");

Giver følgende resultat:

ageString er: 51

### Konverteringer fra string til andre typer

Når man skal konvertere en værdi fra string til en anden type kan man benytte metoden Parse eller TryParse hvis man vil være sikker på programmet ikke crasher. Den metode er defineret på alle standardtyper.

int age;

decimal price;

age = **int.Parse**("33");                     // Do like this

age = int.Parse(Console.ReadLine());       // Do like this

age = int.Parse("33 år");                  // Error

double height;

height = 1.78;                 // Use "." In C#

height = **double.Parse**("1,78"); // Use "," outside C# (Danish komma)

height = double.Parse(Console.ReadLine()); // Parse input

// TryParse - no crash

int.TryParse("33", out age);

decimal.TryParse("331,95", out price);

Console.WriteLine($"age: {age}, height: {height}, price: {price}");

Linjen 'age = int.Parse("33");' læser strengen 33 igennem og konverterer den til en int (med værdien 33).

Linjen 'age = int.Parse(Console.Readline());' læser den tekst brugeren taster ind under afvikling af programmet og konverterer den til en int. Denne linje kode vil man ofte se i simple console programmer.

Den næste linje 'age = int.Parse("33 år");' forsøger samme konvertering men på strengen "33 år". Men det kan ikke lade sig gøre, for strengen er ikke et tal. Derfor crasher programmet[[5]](#footnote-5).

Hvis man vil være sikker på at konverteringen ikke får programmet til at crashe, kan man benytte metoden int.TryParse. Den *metode* returnerer en boolean og kan derfor bruges sammen med betingede sætninger (se afsnit 5 Betingede sætninger). Linjen 'int.TryParse("33", out age); ' læser teksten "33" igennem, forsøger at læse tallet som et heltal og hvis det lykkes sættes værdien ind i variablen age. Det reserverede ord out bruges når *metoder* skal kunne ændre i værdien af *variabler* der gives med ind i *metoden*. Det er ikke så vigtigt at forstå lige nu, du skal bare vide at dette er en måde at konvertere strengværdier til andre typer – man skal huske at skrive out ved den variabel resultatet skal komme ud i.

### Opgave: Convertering af ReadLine

Lav et program som beder brugeren indtaste to tal og som udskriver summen af de to tal., f.eks.

Indtast tal: 6

Indtast tal: 8

Summen af 6 og 8 er 14

### Konvertering helt generelt

Ud over disse konverteringer fra og til string, findes der en større samling konverteringsmetoder i namespacet Convert. Hvis man vil konvertere noget til int, bruges f.eks. Convert.ToInt32 af den værdi man vil konvertere. Der findes 19 ”forskellige” metoder der alle hedder Convert.ToInt32[[6]](#footnote-6) sådan at alle andre indbyggede typer umiddelbart kan konverteres til int.

Der findes tilsvarende metoder til alle indbyggede typer.

Eksempler:

double age = 3.8;

int integerAge;

integerAge = **Convert.ToInt32(age)**;

Console.WriteLine($"Age: {age}, Integer-age: {integerAge}");

double age2 = **Convert.ToDouble(integerAge)**;

Ovenstående kode giver følgende resultat. Bemærk: C# har ikke noget imod at konvertere et decimaltal til et heltal, den runder tallet af til nærmeste heltal.

Age: 3,8, Integer-age: 4

Age2: 4

## Opgave: Navn og hobby

Lav en metode hvor brugeren bliver bedt om at indtaste navn, alder, hobby og hvor længe man har haft den hobby. Hvis man indtaster *Claus, 51,* computerspil og 28, skal programmet udregne hvilket årstal brugeren begyndte at dyrke sin hobby og hvilken alder han/hun havde på det tidspunkt[[7]](#footnote-7):

Hej Claus, din hobby er computerspil. Du begyndte at dyrke computerspil i 1990 i en alder af 23 år.[[8]](#footnote-8)

Bemærk: Denne opgave kræver at programmet udregner tallene i udskriften - det er ikke de samme tal som dem man taster ind. Det er muligt at få computeren til at fortælle hvilket år vi har lige nu, men det vil være fint bare skrive det nuværende årstal direkte i koden (man får brug for det til at beregne et af de to tal i udskriften ovenfor).

# Betingede sætninger

Betingelser er nøglen til at kunne lave programmer der kan gøre andet og mere end at udgøre simple trivielle opgaver. Med betingelser kan vi lave programmer der gør én ting hvis en betingelse er opfyldt og en anden hvis betingelsen ikke er opfyldt.

Hvis man skulle lave programmet i en hæveautomat, kunne det være en betingelse for at udbetale pengene at der stod tilstrækkelig med penge på kontoen.

## if-sætningen

Den mest almindelige C#-konstruktion til betingelser er if-sætningen. Eksempel:

if (saldo > 0)

{

udbetaling = beløb;

}

else

{

udbetaling = 0;

}

Koden viser at hvis der er en positiv saldo (penge på kontoen), så sættes udbetalingsbeløbet til det ønskede beløb og ellers sættes udbetaling til 0, dvs. der udbetales ikke penge fra automaten.

Generelt ser if-sætningen sådan ud i C#:

if (<betingelse>)

{

<kode>

}

Og med else-del:

if (<betingelse>)

{

<instruktioner>

}

else

{

<instruktioner>

}

En if-sætning består altså af det reserverede ord if efterfulgt af en betingelse i parentes, igen efterfulgt af en krop rammet ind af krøllede parenteser.

Ordene indrammet med <> henviser til at her indsættes den konkrete C#-kode der skal bruges i det konkrete tilfælde, så der kan være tale om alle mulige betingelser og instruktionslinjer i kodeeksemplet. Der er uendelig mange forskellige betingelser og uendelig mange muligheder for at skrive kode i kroppen af betingelsen.

## else if

Ofte har man brug for at teste flere forskellige betingelser og alt efter hvilke betingelser der er sande udføre forskellig kode.

Et eksempel kunne være at man ville undersøge om saldoen på en bankkonto var positiv (større end nul), nul eller negativ. Her er der tre svarmuligheder, så vi kan ikke bare bruge else ligesom ovenfor. Ved at benytte instruktionen else if(<condition>) {…}[[9]](#footnote-9), kan man angive at hvis den oprindelige betingelse ikke var sand, så skal en ny betingelse undersøges.

if (amount > 10000)

{

Console.WriteLine("Du er rig");

}

else if (amount > 0)

{

Console.WriteLine("Der er en positiv saldo.");

}

else if (amount == 0)

{

Console.WriteLine("Saldoen er nul.");

}

else

{

Console.WriteLine("Der er en negativ saldo.");

}

Bemærk: Der kan være mange else if betingelser i ”samme” if-konstruktion.

## Simple betingelser

Simple betingelser er en sammenligning af to udtryk. Sammenligninger kan gøres med følgende operatorer (sammenligningsoperatorer):

< mindre end a<b tester om variablen a er mindre end variablen b

<= mindre end eller lig a<=b tester om a er mindre end eller lig b

== lig med a==b *tester* om a er lig b – bemærk forskellen fra a=b som betyder *sæt* a lig b)

!= forskellig fra, eller ikke lig med – ’!’ betyder *not*

> større end a>b tester om a er større end b

>= større end eller lig a>=b tester om a er større end eller lig b)

## Sammensætning af betingelser

Ofte vil man gerne undersøge flere ting i en betingelse, f.eks. vil vi måske udbetale penge i pengeautomaten enten hvis der er penge på kontoen eller hvis kunden er eksklusivkunde. Med andre ord, vi vil gerne kunne sætte betingelser sammen med brug af ’eller’ og ’og’. Det kan vi heldigvis også.

&& og a<b && b<c tester om begge udtryk er sande

|| eller a<b || b<c tester om bare ét af udtrykkene er sande

Bemærk at ordet udtryk kan dække over alle typer i C#, ofte er det tal, men det behøver det ikke være. I ovenstående tilfælde er der tale om boolske udtryk.

Eksempel:

bool eksklusivKunde;

… // (En masse) kode

if (saldo > 0 || eksklusivKunde)

{

udbetaling = beløb;

}

else

{

udbetaling = 0;

}

Bemærk: den anden halvdel af den sammensatte betingelse består kun af en variabel – det ser ud som om der mangler en sammenligningsoperator. Men hvis man ser på første linje i boksen, så kan man se at variablen eksklusiv er af typen bool, det vil sige at dens værdi i sig selv er en sandhedsværdi. Derfor behøver vi ikke sammenligne den med noget.

Som i matematik kan man benytte parenteser til at styre i hvilken rækkefølge udtryk skal beregnes, altså også boolske udtryk.

## Opgave: Betingelser

Lav et lille program hvor brugeren bliver bedt om at indtaste skostørrelse. Derefter udskrives en af følgende tekster:

* Hvis størrelsen er større en 45 -> "Store plader"
* Hvis størrelsen er mellem 38 og 45 -> "Gennemsnitlige fødder"
* Hvis størrelsen er under 38 -> "Små fødder"

## switch – den venter vi med lige nu

Måske har du hørt ordet switch eller case nævnt i forbindelse med betingelser. En switch kan gøre bestemte typer betingelser nemme at skrive og læse, men de kan kun bruges når der sammenlignes med konstante værdier, så man kan ikke bruge komplekse betingelser som ved if-sætninger. Der er nok af nye instruktioner, og switch giver os ikke noget vi ikke kan gøre med if og else if, så vi venter med at introducere den.

## Opgave: BMI

Lav en metode hvor brugeren kan indtaste højde, vægt og køn. Programmet skal beregne BMI og ud fra dette svare på om man er undervægtig, normalvægtig eller overvægtig.

Følg eksempelvis dette link for at finde ud af hvordan BMI beregnes og hvilke BMI-tal der svarer til de tre forskellige kategorier for de to køn: [BMI – Hvordan udregner man sit BMI? – Helsam](https://www.helsam.dk/artikler/slank/bmi)

Indtast din højde i meter: 1,78

Indtast din vægt i kilo: 74

Indtast køn M/K: M

BMI: 23,355636914530993561419012751

Normalvægtig mand

# Løkkestrukturer

Man har ofte behov for at få sit program til at gøre noget gentagne gange. Til dette formål kan man lave løkker der udfører samme stykke kode så længe en betingelse er opfyldt.

## while løkker

while-løkker er den mest generelle løkkestruktur i næsten alle programmeringssprog, også i C#. I princippet er denne struktur den eneste man har brug for, for at kunne løse alle problemer med gentagne hændelser. De andre løkkestrukturer nedenfor er taget med i sproget for at gøre det nemmer at lave løkker der opfører sig på en speciel måde.

Syntaksen for while ligner meget syntaksen for den *simple* if-sætning (dvs. uden else og else if):

while (<betingelse>) {<kode (krop)>}

Forskellen på while og if er: while udfører kodelinjerne igen og igen så længe betingelsen er opfyldt, if udfører kun kodelinjerne én gang.

Eksempel: Vi vil gerne tælle hvor mange gange man kan trækket et tal fra et andet. Man kan f.eks. trække 3 fra 12 fire gange. Hvis man skulle lave et program der kunne gøre dette generelt, kunne det laves med en løkke som vist nedenfor:

int tal = 12; // hardcoded for simplicity

int div = 3; // hardcoded for simplicity

Betingelse

int rest = tal;

int count = 0;

while (rest >= div)

{

rest = rest - div;

Krop

count++; // same as count = count +1;

}

Variablen rest holder øje med hvor meget der er tilbage.

Instruktionen **count++** betyder at variablen count gøres én større, vi siger at den tælles én op. Variablen count tælles altså op hver gang vi har trukket div fra rest. Det vil altså sige den tæller hvor mange gange vi har trukket div fra rest.

Betingelsen (rest >= div) fortæller programmet om det er muligt at trække div fra rest. Så længe det er muligt, fortsætter løkken.

## Opgave: Simpel while loop

Lav en metode med en while-løkke der udskriver teksten "Jeg må ikke lyve" 6 gange.

## Opgave: Main loop

*Lav din Main-metode om* sådan at den bliver ved med at køre i ring. På denne måde standser programmet *aldrig*, så du kan teste det igen og igen uden at skulle starte det op forfra.

Benyt en while løkke til opgaven. Det betyder at du skal angive en betingelse og en krop.

* Da løkken aldrig skal stoppe, skal vi finde en betingelse der altid er sand. Hvilken betingelse (der er flere) er altid sand?
* Kroppen skal være alt det du i forvejen har stående i din Main metode, sådan at det hele bliver udført igen og igen.

Bemærk: I denne opgave skal du *ikke* oprette en ny metode, du skal *ændre* i den eksisterende Main-metode.

## Do while

Nogle gange har man brug for løkker hvor betingelsen først skal tjekkes *efter* første gennemkørsel af løkken. Det er tilfældet når man under alle omstændigheder vil have udført koden mindst én gang.

Så kan man bruge en do-while-konstruktion.

do {<kode>} while (<betingelse>}

Et godt eksempel er når man gerne vil have brugeren til at indtaste noget information for hver gennemkørsel og programmet så skal gå ud af løkken når brugeren skriver noget bestemt.

Eksemplet nedenfor benytter klassen Random. Det er ikke så vigtigt for dette eksempel at du forstår hvordan man bruger klassen, det er nok at vide at linje to giver variablen tal en tilfældig heltalsværdi mellem 0 og 100 (begge inklusiv)[[10]](#footnote-10). Eksemplets formål er at illustrere løkkestrukturen.

Eksempel:

Random rnd = new Random();

int tal = rnd.Next(1, 101);

int guess;

Console.WriteLine("Gæt et tal mellem 1 og 100");

do

{

Console.Write("Dit gæt: ");

guess = Convert.ToInt32(Console.ReadLine());

if (guess < tal)

{

Krop

Console.WriteLine("Dit gæt " + guess + " er for lavt");

}

if (guess > tal)

Betingelse

{

Console.WriteLine("Dit gæt " + guess + " er for højt");

}

} while (guess != tal);

Console.WriteLine("Tillykke, du har gættet tallet " + tal);

Programmet indeholder en løkke der starter med at lade brugeren gætte på det hemmelige tal og derefter fortsætter med at lade brugeren gætte indtil han har gættet det rigtige. Da brugeren altid skal gætte én gang (første gang), sættes betingelsen i bunden af løkken.

Programmet kunne give følgend udskrift:

Gæt et tal mellem 1 og 100

Dit gæt: 70

Dit gæt 70 er for lavt

Dit gæt: 85

Dit gæt 85 er for højt

Dit gæt: 78

Dit gæt 78 er for lavt

Dit gæt: 80

Dit gæt 80 er for lavt

Dit gæt: 82

Dit gæt 82 er for højt

Dit gæt: 81

Tillykke, du har gættet tallet 81

## Opgave: Kommandohåndtering

Lav din Main-metode om sådan at brugeren skal indtaste en kommando. Den kommando brugeren indtaster skal bestemme hvilken af de metoder du har lavet der skal kaldes. Hvis brugeren skriver kommandoen ”stop”, skal programmet standse, ellers skal programmet udføre den metode der svarer til kommandoen og derefter bede brugeren om at indtaste en ny kommando.

På denne måde kan brugeren teste alle opgaverne af ved at skrive hvilken han ønsker udført og programmet standser først når han er færdig og skriver f.eks. "stop" eller "exit".

For at løse denne opgave skal du benytte Console.Write og Console.WriteLine til at fortælle brugeren hvilke muligheder han har, Console.ReadLine til at lade brugeren indtaste sin kommando. Gem kommandoen i en variabel. Det er dig der bestemmer hvilke kommandoer der skal være (en til hver metode i dit projekt).

Derefter kan du benytte if-sætninger til at undersøge hvad brugeren har skrevet og hvis det svarer til en af dine kommandoer, så udfør den metode der hører til kommandoen.

Lav en løkke rundt om koden sådan at den udføres så længe den kommando som brugeren indtaster, ikke er ”stop” (eller hvad du vil vælge som afslut-kommando).

Det vil også være en dog idé at kunne udskrive en oversigt over alle kommandoer. En metode der udskriver alle kommandoer kan så kaldes når man f.eks. skriver kommandoen "vis".

*Hint*: Hvis man benytter en do løkke, kan betingelsen være om kommandoen har været "stop". Da det ikke giver mening at tjekke om brugeren har skrevet kommandoen "stop" inden brugeren har indtastet nogen kommando, giver det god mening at have betingelsen i bunden - altså do-while.

## for løkker

Syntax:

for (<init>;<betingelse>;<count>) {<kode>}

Eksempel:

for (int i=0; i<110; i++) { … }

Når man på forhånd ved at man skal gennemløbe noget kode et bestemt antal gange, kan det være nemmere at bruge en for-løkke end en while-løkke. Det skyldes at man får hjælp af syntax-tjekkeren til at sikre at man husker at initialisere og tælle tællevariablen op – den der holder styr på hvor mange gange vi har udført koden inden i løkken. Det man skal have fokus på omkring for-løkker er at udfylde hovedet korrekt, altså det der står i parentes efter nøgleordet for.

Et simpelt lille eksempel gør det nemmere at forklare:

for (int i=0; i<10; i++)

{

Console.WriteLine(i);

}

Der er tre dele i hovedet af en for-instruktion, de tre dele er adskilt af semikolon.

* Den første del er initialisering, det udføres inden første gennemløb af løkken. Denne bruges ofte til at sætte tællevariablen til 0 (væn dig til at tælle fra 0, alting bliver nemmere på den måde).
* Den anden del er betingelsen for at fortsætte, det tjekkes ved starten og inden hver gennemkørsel af kode-delen. Når betingelsen er falsk fortsætter programmet efter løkken.
* Den sidste del udføres efter hver gennemkørsel af kode-delen. Denne bruges ofte til at sørge for at tælleren opdateres.

Det er muligt at løse samme opgaver med for som med while, men det normale er at for-løkker bruges når man skal lave en løkke der løber igennem en række tal fordi de er nemme at skrive op og hurtige at overskue når man læser koden, mens while-løkker af de fleste ses som mere overskuelige ved mere komplekse løkker fordi strukturen er nemmere at overskue. Tommelfingerregel: Hvis programmet på forhånd ved hvor mange gange den skal gentage en handling, så benyt for, ellers while.

Eksempel: Nedenstående er en løsning af gange med heltal ved hjælp af plus. Vi udnytter at 7\*8 er det samme som 7+7+7+7+7+7+7+7 (eller 8+8+8+8+8+8+8).

// Gange to positive heltal med hinanden

Console.Write("Indtast første tal der skal ganges: ");

int tal1 = Convert.ToInt32(Console.ReadLine());

Console.Write("Indtast andet tal der skal ganges: ");

int tal2 = Convert.ToInt32(Console.ReadLine());

int res = 0;

for (int i = 0; i < tal2; i++)

{

res += tal1; // samme som: res = res+tal1

}

Console.WriteLine($"{tal1} gange {tal2} giver {res}");

Programmet giver følgende brugerdialog.

Indtast første tal der skal ganges: 8

Indtast andet tal der skal ganges: 7

8 gange 7 giver 56

## Opgave: Jeg må ikke stjæle

Lav en metode hvor brugeren indtaster en sætning og hvor mange gentagelser han vil have. Programmet skal herefter skrive sætningen det antal gange som brugeren har ønsket.

Hvilken sætning: Jeg må ikke stjæle.

Hvor mange gentagelser: 3

Jeg må ikke stjæle.

Jeg må ikke stjæle.

Jeg må ikke stjæle.

## Opgave: Fødselsdag (lidt kringlet at få til at fungere helt rigtigt)

Lav en metode hvor brugeren kan indtaste sin alder og sit køn, og programmet så på skærmen udskriver

Hun blev 1 år, hurra, (Uden ’og’ - begynd med stort)

og hun blev 2 år, hurra,

og hun blev 3 år, hurra,

…

Osv. indtil den til sidst skriver:

og hun blev 21 år, HURRAAAA …

Hvis man f.eks. indtaster K som køn og 21 som alder.

**Bemærk**: Første og sidste linje afviger fra de øvrige (mange) linjer. Hvis alderen er 1 år, skal kun sidste linje vises, men da det også er den første linje, skal der ikke være noget ’og’.

## Opgave: Division

Hvis man kan gange ved hjælp af plus, hvordan kan man så implementere division?

Prøv at lave en metode som foretager heltalsdivision mellem to tal. Heltalsdivision vil sige at finde ud af hvor mange hele gange et tal går op i et andet. For eksempel er 7 div 2 = 3, 12 div 5 = 2, 10 div 5 = 2.

Overvej grundigt hvilken type løkke der giver mest mening at benytte.

Hint: Hvis du ikke kan gennemskue hvordan opgaven kan løses, kan du finde inspiration i eksemplet i afsnit 6.1.

## foreach løkker

Denne løkkestruktur benyttes til at gennemløbe arrays, lister eller tilsvarende datastrukturer. Vi har ikke præsenteret disse datastrukturer endnu, så denne løkkekonstruktion behandles i afsnit 8.5 nedenfor. Den er kun nævnt her for fuldstændighedens skyld, for at sikre at alle løkkestrukturer er nævnt i dette afsnit.

Syntaksen for foreach-løkker ser sådan ud:

foreach (<type> <name> in <list>) {<kode>}

Se afsnit 8.5 for en egentlig introduktion til foreach-løkker.

# Arrays

Indtil nu har vi arbejdet med enkeltstående variabler. Ofte har man dog en hel samling af værdier i spil som det ikke giver mening at gemme i deres egen variabel. Et eksempel kunne være deltagere i et spil. Vi ved ikke på forhånd hvor mange deltagere der er, så det vil være svært at oprette det rigtige antal variabler til at holde deltagernes navne, point etc. Ydermere er der sikkert mange operationer vi er interesseret i at foretage på alle spillere, og hvis de alle havde deres egen variabel til f.eks. navn skulle vi skrive den samme kode flere gange, én gang for hver forskellig variabel. Derfor ville det være godt hvis vi kunne gemme alle spillere i én variabel. Denne type af variabler der kan indeholde flere værdier kaldes containere og deres forskellige klasser kaldes for container classes.

## Array kort fortalt

Indbygget i sproget C# er typen array. Et array er en samling (tænk på det som en liste) af variabler hvor man i programmet angiver det maksimale antal elementer. Det betyder at man ved oprettelse skal kende det maksimale antal. Til gengæld bliver programmerne hurtige når man bruger arrays frem for de mere komplekse .Net containers (se nedenfor).

## Oprettelse af arrays

Syntaksen for arrays er arvet fra C, den er lidt speciel – nøgleordet *array* findes ikke i C#, man erklærer i stedet et array ved at benytte syntaksen [].

<type>[] <name>;

Man erklærer altså at en variabel skal være et array ved at skrive [] efter typen, så får man erklæret variablen som et array af denne type.

Eksempel:

string[] playerNames;

Nu har vi erklæret en variabel af typen array af string.

Et array adskiller sig fra andre indbyggede datatyper på den måde at vi ikke bare kan erklære et array og så begynde at bruge det. Vi skal have reserveret noget hukommelse til det i computeren. Det gør man sådan:

playerNames = new string[10];

Denne instruktion opretter et array med 10 elementer af typen string og sætter vores variabel til at *referere* det hukommelsesområde. Efterhånden som vi kommer dybere ned i C# skal vi se hvordan referencer bliver et vigtigt omdrejningspunkt i programmering.

Indtil videre er det ikke nødvendigt at forstå begrebet *reference*, bare husk at man laver et array ved at erklære det og oprette det. Som ved andre variabler kan det ske på én linje:

string[] playerNames = new string[15];

Denne linje erklærer og opretter et array af string med længde 15 og tilknytter det til variablen playerNames af typen *array af* string (hvilket skrives string[]).

## Brug af arrays

Man bruger arrays ved hjælp af firkantede ramme-tegn []. Eksempel:

playerNames[3] = "Claus";

Denne linje indsætter værdien "Claus" i det element i arrayet *der er indekseret af tallet 3*. Det er en noget kringlet formulering. Hvorfor ikke bare skrive ”det tredje element”? Fordi den formulering der ville være *forkert*. Den rigtige mundrette formulering ville være at skrive det fjerde element, men den formulering forvirrer indekset på det fjerde element er 3. Som nævnt tidligere, så gælder der i familien af C-sprog at *alting starter med* 0. Det vil sige at det første element ligger i indeks 0, det andet i indeks 1 osv. Det højeste indeks i playerNames som erklæret ovenfor er således 14. Det kan virke forvirrende i starten, men man vænner sig hurtigt til det.

Man kan benytte beregnede værdier til indeksering i arrays – ofte benytter man en indekseringsvariabel af typen int, som variablen i, i eksempelt nedenfor.

array[i] = Console.ReadLine();

Hvis man vil finde ud af hvilken værdi der ligger på et bestemt indeks i arrayet, kan man tilgå arrayet på tilsvarende måde:

Console.WriteLine(names[i]);

Nogle gange kan man have brug for at oprette et array med et fast sæt af værdier, f.eks. et array der indeholder alle lovlige karakterer i karakterskalaen. Så kan man erklære arrayet, oprette det og indsætte værdierne i ét hug:

int[] karakterer = {-3, 0, 2, 4, 7, 10, 12};

## Opgave: Lidt array-gymnastik

Lav en metode med et array af navne som er defineret direkte i koden. Derefter skal brugeren kunne indtaste et indeks og programmet skal udskrive navnet på den person der har det pågældende indeks.

Lav eventuelt en løkke, sådan at brugeren kan blive ved med at skrive indekser og få svar.

# Løkker og arrays

Løkker bruges meget ofte i sammenhæng med arrays. Man kan gennemløbe et array for at foretage samme handling på alle elementer, eller alle elementer der opfylder et eller andet krav. Med indeksering kan man nemt gennemløbe et array med en for-løkke:

for (int i = 0; i < array.Length; i++)

{

Console.WriteLine(array[i]);

}

Denne måde til at løbe et array igennem bruges rigtig ofte, men nedenfor skal vi se hvordan man med foreach endnu nemmere kan gennemløbe et array hvis man ikke har brug for at indekset til noget andet.

## Opgave: Spillernavne

Lav en metode hvor man kan indtaste navnene på deltagere til et spil 500. Man kan *maksimalt* indtaste 10 deltagernavne. Navnene skal gemmes i et array af string.

Det må gerne være sådan at brugeren selv kan bestemme hvor mange navne han vil indtaste.

Hint: Brug en for løkke og

## Hvordan man løser opgaver med løkker - brug en kandidat

Hvis man skal finde ud af noget om det data man har registreret i et array, kan man lave en løkke der gennemløber arrayet og undersøger det man nu vil undersøge.

Det kan godt virke lidt uoverskueligt når man pludselig løber ind i at skulle finde ad af f.eks. hvem der har fået flest point i et spil - hvordan gør man lige det?

Her kommer en kort introduktion til hvordan man kan finde bestemte oplysninger ved hjælp af en såkaldt *kandidat*. Det er nemmest at forstå metoden gennem et eksempel:

Eksempel: Find det største tal i et array af heltal

1. Opret en variabel der skal være kandidat til løsningen
2. Lav en løkke der gennemløber arrayet
3. For hver iteration, check om dette element i arrayet er en bedre kandidat en den nuværende kandidat. Hvis den er, sæt kandidaten til det nuværende element
4. Når løkken er færdig er kandidaten en bedre kandidat end nogen af de andre elementer, derfor er kandidaten svaret på opgaven

Kodeeksempel:

int[] numbers = { 14, 15, 12, 9, 18, 11, 15, 17, 6, 12, 15 };

int kandidat = 0;

for (int i = 0; i < numbers.Length; i++)

{

if (numbers[i] > kandidat)

{

kandidat = numbers[i];

}

}

Console.WriteLine($"Det største tal er {kandidat}.");

## Opgave: Bowling

Lav en metode hvor brugeren indtaster navn og antal point for et antal deltagere i en konkurrence (det kunne f.eks. være bowling).

Derefter skal metoden gennemløbe alle deltagere og finde ham/hende med flest point og færrest point, ham/hende med det længste navn og det korteste navn.

Bemærk: Programmet skal kunne svare på *hvem* der har vundet, ikke kun hvor mange point vedkommende har fået. Det betyder at man kan lade sig *inspirere* sig af kodeeksemplet ovenfor, men ikke bare nøjes med at kopiere det.

## Ekstraopgave: Bowling

Denne opgave kan eventuelt springes over - snak med din underviser.

Hvis der er flere der har samme pointtal eller navnelængde, skal alle disse deltagere udskrives.

## foreach-løkker

Ud over for-løkker, kan man også gennemløbe arrays og andre list-typer med foreach-løkker. foreach-instruktionen har følgende syntaks:

foreach (type name in list) {<kode>}

foreach-løkker kan bruges til nemt at gennemløbe arrays og andre list-typer. I eksemplet afsnit 8.1 ovenfor hvor arrayet gennemløbes og hvert element skrives ud er det eneste tællevariablen i bruges til at slå op i arrayet. I sådanne tilfælde er det nemmere at benytte foreach:

foreach (string elem in array)

{

Console.WriteLine(elem);

}

Denne måde at løbe lister igennem på gør koden meget nem at læse.

foreach vil gennemløbe alle araryets pladser, også dem der ikke er anvendt. Det kan gøre det lidt problematisk at benytte foreach. Senere når vi skal arbejde med List i stedet for array, bliver det mere naturligt at anvende foreach.

## Opgave: Udskriv alle navne med foreach

Lav en lille programstump der udskriver navnene (ikke deres point) på alle bowlingspillerne fra opgave 8.3.

Ville man kunne udskrive både navn og point med en foreach-løkke? Hvilken problematik løber man ind i hvis man vil have både navn og point udskrevet?

# Methods udvidet

Som vi så i afsnit *2 Methods grundlæggende* kan man kalde (aktivere) metoder i sin kode.

I dette afsnit skal vi se lidt mere på hvad man kan med methods og hvordan man kan bruge methods til at strukturere sit program.

I dokumentet [Erklæringer i C-Sharp](https://drive.google.com/open?id=1iXW8fN6KYML_8YVPosyAzmtforfq86W8) findes en præcis definition på hvordan methods erklæres.

## Parametre

Lad os først betragte et eksempel på en metode som vi har set før:

public static void Hello()

{

Console.WriteLine(”Hello”);

}

Denne metode udskriver ordet ”Hello” på console-skærmen. Men hvad hvis man nu gerne ville have metoden til at sige hej til nogen bestemt? Det ville være smart hvis man kunne sende et navn (f.eks. "Claus") med til metoden og der så blev skrevet "Hej Claus" på skærmen. Hvis man tænker at noget burde være muligt i et programmeringssprog, så er det ofte også tilfældet. Det gælder også her.

Som vist i dokumentet [Erklæringer i C-Sharp](https://drive.google.com/open?id=1iXW8fN6KYML_8YVPosyAzmtforfq86W8), så erklæres methods sådan:

<access> <type> <name>(<declaration parameters>) {<body>}

Det interessante i denne sammenhæng er det der står i parentesen efter method-navnet: declaration parameters. Her angiver man hvilke parametre man skal sende med når man vil kalde metoden. I vores eksempel er vi interesseret i at programmet skal sende et navn, dvs. en string, derfor erklæres metoden sådan:

static void Hello(string hvem) {…}

Metoden Hello(…) forventer nu at modtage en string-værdi når den bliver kaldt værdien bliver gemt i en lokal variabel hvem der kun eksisterer inde i metoden. Nu kan vi implementere metoden:

static void Hello(string hvem)

{

Console.WriteLine($"Hej {hvem}, dejligt vejr.");

}

Hvis nu metoden kaldes sådan her: Hello("Claus");

Hvis man så indtaster sit navn (her 'Claus'), får man følgende udskrift på skærmen::

Hej Claus, dejligt vejr.

Eksempel:

static void HelloMan()

{

Console.Write("Indtast dit navn: ");

string navn = Console.ReadLine();

Hello(navn);

}

Flere parametre angives med komma imellem. Eksempel:

static void Hello(string hvem, string hvad)

{

Console.WriteLine($"Hej {hvem}, dejlig(t) {hvad}.");

}

## Opgave: HelloMan udvidelse

Udvid HelloMan-metoden ovenfor sådan at metoden både beder om navn og noget brugeren gerne vil have ros for og som derefter roser brugeren for dette. Programmet kunne f.eks. have en skærmdialog som den nedenfor:

Indtast dit navn: Claus

Hvad vil du gerne have ros for (ét ord)? hår

Hej Claus, dejlig(t) hår.

## Opgave: method parametre (BMI)

Med udgangspunkt i *5.7 Opgave: BMI*:

Lav en ny *metode* der hedder UdskrivBMI (eller et andet sigende navn) og som tager et BMI-tal som *parameter*[[11]](#footnote-11) og udskriver om personen er overvægtig, normalvægtig eller undervægtig.

Tilret din BMI-løsning fra 5.7 sådan at den kalder din nye *metode*, eller, nok bedre lige nu, lav en ny *metode* der gør det samme (men uden at ændre i den gamle metode fra 5.7). På denne måde har du begge løsninger liggende så man kan sammenligne dem.

## Flere parametre (BMI)

Tilret metoden fra 9.3 sådan at *metoden* nu tager to *parametre*: Køn og BMI.

Tilret programmet sådan at det bruger den nye metode.

## Returværdi

I princippet *returnerer* alle *methods* en værdi til den der kalder *metoden*. En metode der er erklæret void returnerer dog ingen værdi. Det er den slags metoder vi har arbejdet med indtil nu.

En metode der returnerer en værdi, kaldes også en funktion.[[12]](#footnote-12)

Eksempel:

static **int Max(int a, int b)**

{

if (a > b)

{

return a;

}

else

{

return b;

}

}

Denne *metode* tager to heltal som *parametre* og *returnerer* et heltal (det største af de to parametre).

Instruktionerne return a; og return b; sørger for at metoden *returnerer* den rigtige værdi.

Så hvis *metoden* kaldes sådan: Max(3,8);, *returneres* værdien 8. Metoden Max kan man nogle gange gøre Det kan man bruge i sit program, i denne stump kode bruges Max til at sikre at vi ikke kommer til at dividere med 0 (nul):

Gennemsnit = sum / Max(antal, 1);

Sum og antal er variabler i programmet.

## Opgave: BMI funktion

Lav en ny method som tager to *parametre*, vægt og højde og ud fra de to værdier beregner og returnerer BMI.

Tilret din BMI-kode sådan at den benytter den nye funktion (aka den nye method).

## Opgave: Rest ved division

Lav en ny methode: int Rest(int dividend, int divisor) der *returnerer* rest ved heltalsdivision af de to tal den får ind som parameter.

Hvis du synes opgaven lyder bekendt, så er det rigtigt nok. I opgave 6.9 løste du nærmest samme problemstilling, så du kan kopiere den del kode derfra.

Lav herefter en *anden* metode til aftestning af Rest, hvor brugeren kan indtaste to tal og som så udskriver resten ved division (den rest der er tilbage når man dividerer det første tal med det andet).

1. Alle methods bortset fra void-methods og constructors, returnerer en værdi. Værdien skal ses som *resultatet* af at udføre metoden, metoden count() på bl.a. string, returnerer antallet elementer i strengen. [↑](#footnote-ref-1)
2. En begrænset mængde hukommelse sættes af til heltal. Derfor kan variabler af typen int indeholde værdier mellem -2147483648 og 2147483647, altså ikke alle heltal – for alle praktiske formål er dette dog ikke en begrænsning. [↑](#footnote-ref-2)
3. Strengen "-" er den tredje streng i udtrykket. [↑](#footnote-ref-3)
4. I programmeringssprog i C-familien bruger man ofte ’++’ til at tælle en variabel op med én, så ofte skriver man count++; fordi det er kortere end count = count + 1; [↑](#footnote-ref-4)
5. Teknisk set bliver der smidt (throw) en undtagelse (exception) som får programmet til at crashe med mindre undtagelsen bliver fanget et sted. Vi kommer til at arbejde med håndtering af exceptions senere. [↑](#footnote-ref-5)
6. Når man har flere udgaver af samme metode, dvs. med samme navn men forskellige parametertyper, kaldes det method overloading. Teknisk set er der tale om forskellige metoder, men overloading bruges ofte til at kunne foretage ”samme” handling ud fra forskellige situationer (afhængigt af hvilke informationer man har til rådighed). [↑](#footnote-ref-6)
7. Tallene er ikke korrekte, de passede i år 2018. [↑](#footnote-ref-7)
8. Sandhedsværdien af dette udtryk er usikker ;-) [↑](#footnote-ref-8)
9. Teknisk set er der her tale om to instruktioner, else og if(<condition>), men det er nemmest indtil videre at tænke på det som én instruktion. [↑](#footnote-ref-9)
10. [Læs evt. mere om tilfældige tal i C# her](../Random():%20http:/www.dotnetperls.com/random). [↑](#footnote-ref-10)
11. Bemærk at forskellen på denne opgave og opgave 5.7 er at vi nu deler opgaven op i mindre dele som hver løses i deres egen metode. Det betyder at vi får et program der er bedre struktureret og nemmere at læse og ændre i senere. [↑](#footnote-ref-11)
12. Nogle teoretikere anser kun en method som værende en funktion hvis den *ikke har sideeffekter*, dvs. hvis den ikke ændrer programmets opførsel gennem andet end den værdi der returneres. [↑](#footnote-ref-12)